Q=how to provide priority in executer framework?

Q=dieference between data hiding and abstraction?

Ans=Data hiding is the process by which access modifiers are used to hide the visibility of java methods and variables. They access modifiers are: public, private and protected.

Abstraction is the process by which we define a specific behavior by beans of abstract classes and methods which form the skeleton for any class that would be extending this class

**Encapsulation** in Java is a mechanism of wrapping the data (variables) and code acting on the data (methods) together as a single unit. In encapsulation, the variables of a class will be hidden from other classes, and can be accessed only through the methods of their current class. Therefore, it is also known as **data hiding**.

To achieve encapsulation in Java −

* Declare the variables of a class as private.
* Provide public setter and getter methods to modify and view the variables values.

Benefits of Encapsulation

* The fields of a class can be made read-only or write-only.
* A class can have total control over what is stored in its fields.

**abstraction** is a process of hiding the implementation details from the user, only the functionality will be provided to the user. In other words, the user will have the information on what the object does instead of how it does it.

In Java, abstraction is achieved using Abstract classes and interfaces.

## Abstract Class

A class which contains the **abstract** keyword in its declaration is known as abstract class.

* Abstract classes may or may not contain *abstract methods*, i.e., methods without body ( public void get(); )
* But, if a class has at least one abstract method, then the class **must**be declared abstract.
* If a class is declared abstract, it cannot be instantiated.
* To use an abstract class, you have to inherit it from another class, provide implementations to the abstract methods in it.
* If you inherit an abstract class, you have to provide implementations to all the abstract methods in it.

Q=query for find duplicate record in table?

Ans=SELECT

name, email, COUNT(\*)

FROM

users

GROUP BY

name, email

HAVING

COUNT(\*) > 1

Q=**Difference between WHERE and HAVING clause:**

**Ans:**

|  |  |
| --- | --- |
| down vote | **Difference between WHERE and HAVING clause:**  **1.** ***WHERE clause*** can be used with - Select, Insert, and Update statements, where as ***HAVING clause*** can only be used with the Select statement.  **2.** ***WHERE*** filters rows before aggregation (GROUPING), where as, ***HAVING*** filters groups, after the aggregations are performed.  **3.** Aggregate functions cannot be used in the ***WHERE clause***, unless it is in a sub query contained in a **HAVING clause**, whereas, aggregate functions can be used in Having clause.  **Filtering Groups:**  WHERE clause is used to filter rows before aggregation, where as HAVING clause is used to filter groups after aggregations  Select City, SUM(Salary) as TotalSalary  from tblEmployee  Where Gender = 'Male'  group by City  Having City = 'London'  In SQL Server we have got lot of aggregate functions. **Examples**   1. Count() 2. Sum() 3. avg() 4. Min() 5. Max() |

Q=get() method of e=executer framework is blocking how u use nonblocking?

Ans= we will use CompletableFuture class – introduced as a Java 8 Concurrency API

Q=how many thread pool we should create for n number of processors?

Ans= ExecutorService e = Executors.newFixedThreadPool(Runtime.getRuntime().availableProcessors());

// Do work using something like either

e.execute(new Runnable() {

public void run() {

// do one task

}

});

Q=when we will use int and when interger in java?

Ans= We sue wrapper classes in class lavel variable, because when class loads its default value will be null, so it will not consume any memory, but if we will use primitive type it will store in memory and its default value will load, and in method level variable we should use int primitive type.

Q=difference between 64bit java and 32bit java?

## Ans=Which versions of java you should install on 32-bit/64-bit machines?

Strictly speaking, on a 32-bit CPU architecture machine, you should install 32-bit java/JRE. On the other hand, on a 64-bit CPU architecture machine, you are free to choose between 32-bit java/JRE and 64-bit java/JRE. Both will work just fine. In fact, on 64-bit machine **decision of JRE version depends on other factors** such as maximum memory needed to run your application on high load scenarios.

Please note that high availability of memory doesn’t come for free. It does have a cost on runtime e.g.

**1)** 30-50% of more heap is required on 64-bit in comparison to 32-bit. Why? Mainly because of the memory layout in 64-bit architecture. First of all – object headers are 12 bytes on 64-bit JVM. Secondly, object references can be either 4 bytes or 8 bytes, depending on JVM flags and the size of the heap. This definitely adds some overhead compared to the 8 bytes on headers on 32-bit and 4 bytes on references.

**2)** Longer garbage collection pauses. Building up more heap means there is more work to be done by GC while cleaning it up from unused objects. What it means in real life is that you have to be extra cautious when building heaps larger than 12-16GB. Without fine tuning and measuring you can easily introduce full GC pauses spanning several minutes which can result in showstoppers.

Q=difference between shutdown and shutdownnow in java?

Ans=

In summary, you can think of it that way:

* shutdown() will just tell the executor service that it can't accept new tasks, but the already submitted tasks continue to run
* shutdownNow() will do the same AND will **try to cancel** the already submitted tasks by interrupting the relevant threads. Note that if your tasks ignore the interruption, shutdownNowwill behave exactly the same way as shutdown.

You can try the example below and replace shutdown by shutdownNow to better understand the different paths of execution:

* with shutdown, the output is Still waiting after 100ms: calling System.exit(0)... because the running task is **not** interrupted and continues to run.
* with shutdownNow, the output is interrupted and Exiting normally... because the running task is interrupted, catches the interruption and then stops what it is doing (breaks the while loop).
* with shutdownNow, if you comment out the lines within the while loop, you will get Still waiting after 100ms: calling System.exit(0)... because the interruption is not handled by the running task any longer.
* public static void main(String[] args) throws InterruptedException {
* ExecutorService executor = Executors.newFixedThreadPool(1);
* executor.submit(new Runnable() {
* @Override
* public void run() {
* while (true) {
* if (Thread.currentThread().isInterrupted()) {
* System.out.println("interrupted");
* break;
* }
* }
* }
* });
* executor.shutdown();
* if (!executor.awaitTermination(100, TimeUnit.MICROSECONDS)) {
* System.out.println("Still waiting after 100ms: calling System.exit(0)...");
* System.exit(0);
* }
* System.out.println("Exiting normally...");
* }

Q=how will u prove java is pass by value not reference?

Ans= We will pass the parameter and assign some other object so previous object will not change.

Ex:

# Java Pass-by-Value vs. Pass-by-Reference

March 6, 2013 by Lokesh Gupta

There has been a good amount of debate on whether “java is pass by value or pass by reference?”. Well, lets conclude it last time, **Java is pass by value and not pass by reference**. If it had been pass by reference, we should have been able to C like swapping of objects, but we can’t do that in java. We know it already, right?

When you pass an instance to a method, its memory address are copied bit by bit to new reference variable, thus both pointing to same instance. But if you change the reference inside method, original reference will not get change. If it was pass by reference, then it would have got changed also.

To prove it, lets see how memory allocations happen in run time. It should solve the slightest doubts, if any. I am using following program for demonstration of the concept.

|  |
| --- |
| public class Foo  {      private String attribute;        public Foo (String a){          this.attribute = a;      }      public String getAttribute() {          return attribute;      }      public void setAttribute(String attribute) {          this.attribute = attribute;      }  }    public class Main  {       public static void main(String[] args){            Foo f = new Foo("f");            changeReference(f); // It won't change the reference!            modifyReference(f); // It will change the object that the reference variable "f" refers to!       }       public static void changeReference(Foo a) {            Foo b = new Foo("b");            a = b;       }       public static void modifyReference(Foo c) {            c.setAttribute("c");       }  } |

Lets see what happen on runtime step by step :

**1) Foo f = new Foo(“f”);**

This statement will create an instance of class Foo, with ‘attribute’ initialized to ‘f’. The reference to this created instance is assigned to variable f;

[![innstance creation](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANMAAAEdCAMAAAChTKKbAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAC9UExURQAAAAAAOgAAZgA6OgA6ZgA6kABmtggICBAQEBgYGCgoKDAwMDg4ODoAADoAZjo6OjqQkDqQtjqQ20BAQFhYWGBgYGYAAGYAZmY6AGa222a2/2hoaHBwcHh4eH9/f4+Pj5A6AJA6ZpBmAJDbtpDb25Db/5+fn6enp6+vr7ZmALaQOrbbkLb/trb/27b//7+/v8fHx8/Pz9fX19uQOtv/ttv//9/f3+fn5+/v7/f39/+2Zv/bkP//tv//2/////ObdyMAAASdSURBVHja7d0LV9owGIDhyARRxy64dY4h6zbZ1l2YrqKOi///Zy1f0lIoKCo0lPjmnJUGySFPvyQtI6Hqxr+kMGHChAkTJkyYMGHChAkTpkLTQKlKzy/TsKHUTtcv08BllDA9NkVKp2ofE20PEyZMmDBxXY4JEyZMmDBhcmk6VEWmw42YVHmbDyZMmDBhwoQJEybXpr8fjo46116Zvu7Jtfb+uUem8z37AeLgnz+mN+mnou/+mA5S04k/pslH4o4/prcetr3LuiU992ks/7NvSJdenXOvP6qTb95dGylH1cKECRMmTJgwbYGpXuh3avWN/QdNCd8HEyZMmDBhwoQJEyZMmDBhwoQJEyZMmDBhwoQJEyZMmDBhwoQJEyZMmDBhwoQJEyZMmDBhwoQJEyZMmDBhwoQJEyZM5Xuvs06no/S/M49MV/Y30PaufGoTbWNqe9WfTKCchclR3227DJMjkw6UuzC5GmPbDsO0yFTsL8g7+DV65Sh05w4bmdpYc8SEaYOmwxVHhjKa1IqlMGHChAkTJkyPMQ3MVcLyO4OuxzQK7N2kR8GydxwFD7ldac50z1vAr2aSe82r2l2mcThbkVi1Fj1dHlMsnoGq9lPTfMpXPrLZFU3mWLZm99ZjSqISqZY2fVaqaZ/Rzcvc2Fwe34cqy+x0x6GNq3ncPdZ1HIeVX8HrUAqnBae8t5gG8urcZk2mgVRPotXUtWlKVcQkMRs2asY3evfbVlAypq7TcdIF9XGuZYVtwaWmcWjeN6r2s721m2qm7RlbpSdHTR/9nj16SQUnx3PaJKViE2RTOC24ZNyr6eNg4hLvdLO9IuKUmeJkxI2nTfEik86chjaw8oJ4fqheHKdho5Vks711mYaNqf4k1WqlcZo0+jvjpJ94ZhqpLZzvFneYiouT1jTt4JfvT+k5a/ypF031J30IEpN91EOFaYJZf8qNie77k3hUMmLJ0NWy41560pLHlmzlHSUjUY0mx1qZ6OjNKNg9NuNxUnD5uGdOcrlNYddGy68jbnK9vpmdsB9wfpLRwmayvaJMw8at1VuYIjnC9zZxXY4JEyZMmDBhetqm+or3qeC7T0yYMGF6UqbtSbQ9TJgwYcKECRMmTJgweWM6LHQ1zWZMqtDoYMKECRMmTJiesimq9gfJTE1V6U1yXphGQW1auAGTzOO7Y1reA00yz9HO5k1zxZrGoZkSauZ7ZpM+F5kWT/1fZoprN1OmNFesadh4KXMlcyZJazMNX/RuIjvxNskVbIorP83UfbNWQdYxXASvgp0vgYmTWe8gMdOeU7vKIb9+4b59M5lJ7mLc013XTLHO4iQzq02M0inWiak7mfo/s36hhCaZeBybNQmZyUyvTvqT/tuMaW79QglNMl08rfR9THPrF8pnkt6h7CKg20ytuTg96lznzmSrGKfrMKJZU7beYaCSZUJz6xdKZ0pqJmtRzFoF2VxkJrveQa5qqj9MG7UvmVm/UML+5Owa1kcTnzUwYcKECROm1VK9gO/UmDOPCRMmTJgwYcKECdN2mupbs/yp7u5DW0nDhwkTJkyYMGHChAkTJkyYMG1l+g+MKL0u6ny2DgAAAABJRU5ErkJggg==)](https://howtodoinjava.files.wordpress.com/2013/03/1.png)

**2) public static void changeReference(Foo a)**

When this executes then a reference of type Foo with a name a is declared and it’s initially assigned to null.

[![Null reference](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/2.png)

**3) changeReference(f);**

As you call the method changeReference, the reference a will be assigned to the object which is passed as an argument.

[![reference assignment](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/3.png)

**4) Foo b = new Foo(“b”);** inside first method

This will do exactly the same as in first step, and will create a new instance of Foo, and assign it to b;

[![new instance](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/4.png)

**5) a = b;**

This is the important point. Here, we have three reference variables and when statement executes, a and b will point to same instance created inside the method. Note: f is unchanged and it is continually pointing to instance, it was pointing originally. NO CHANGE !!

[![assignment](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/5.png)

**6) modifyReference(Foo c);**

Now when this statement executed a reference, c is created and assigned to the object with attribute “f”.

[![new reference](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/6.png)

**7) c.setAttribute(“c”);**

This will change the attribute of the object that reference c points to it, and its same object that reference f points to it.

[![modify reference](data:image/png;base64,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)](https://howtodoinjava.files.wordpress.com/2013/03/8.png)

Q= difference between fork join pool and executer service?

Q=Write an efficient program to count number of 1s in binary representation of an integer.?

Q=Given a positive integer, write a function to find if it is a power of two or not?

// Java program to find whether

// a no is power of two

import java.io.\*;

class GFG {

    // Function to check if

    // x is power of 2

    static boolean isPowerOfTwo(int n)

    {

        if (n == 0)

            return false;

        while (n != 1)

        {

            if (n % 2 != 0)

                return false;

            n = n / 2;

        }

        return true;

    }

    // Driver program

    public static void main(String args[])

    {

        if (isPowerOfTwo(31))

            System.out.println("Yes");

        else

            System.out.println("No");

        if (isPowerOfTwo(64))

            System.out.println("Yes");

        else

            System.out.println("No");

    }

}

Q=search a record from multiple file?

Q= design a metro card ?

Q= design a skype function in java?

Q=how to intract with two iframe?

# Ans=HTML JS communication between iframes and Cross-document messaging

Submitted by Anonymous (not verified) on Tue, 06/14/2016 - 17:46

**Question**

How to communicate between iframe and the parent site ?

How to communicate between two iframes  ?

Example :

For example in the top window (Parent): (**the\_iframe**.contentWindow.postMessage('data', 'domain');)

<**html**>  
  <**body**>  
    <**iframe** src="iframe.html" id="iframe1"></**iframe**>  
  </**body**>  
  <**script**>  
    window.onload = **function** () {  
      myIframe = document.getElementById('iframe1');  
      myIframe.contentWindow.postMessage('hello', '\*');  
    }  
  </**script**>  
</**html**>

and in the iframe:

<**html**>  
  <**body**>  
    <**div**>The I frame</**div**>  
  </**body**>  
  <**script**>  
    window.onmessage = **function** (e) {  
      **if** (e.data == 'hello') {  
        alert('It works!');  
      }  
    };  
  </**script**>  
</**html**>

On the **iframe**, You can also yse:  
function postMessage(**a**, b){  
}

Example 2 : Between two iframes

Get One iframe from another Iframe

**var** iframe2 = parent.document.getElementById('iframe2');

Parent:

<**html**>  
  <**body**>  
    <**iframe** src="iframe.html" id="iframe1"></**iframe**>  
    <**iframe** src="iframe2.html" id="iframe2"></**iframe**>  
  </**body**>  
</**html**>

iFrame 1:

<**html**>  
  <**script**>  
    window.onmessage = **function** (e) {  
        alert(e.data)  
    };  
  </**script**>  
</**html**>

iFrame2:

<**html**>  
  <**script**>  
    parent.window.onload = **function**() {  
      myIframe = parent.document.getElementById('iframe1');  
      myIframe.contentWindow.postMessage(["name", "age", "city"], '\*');  
    }  
  </**script**>  
</**html**>

Q=what is event bubbling?

Ans=An event received by an element doesn't stop with that one element. That event moves to other elements like the parent, and other ancestors of the element. This is called "event bubbling".

Q=difference between event bubbling and event capturing?

Ans=**Event capturing**

When you use event capturing

| |

---------------| |-----------------

| element1 | | |

| -----------| |----------- |

| |element2 \ / | |

| ------------------------- |

| Event CAPTURING |

-----------------------------------

the event handler of element1 fires first, the event handler of element2 fires last.

**Event bubbling**

When you use event bubbling

/ \

---------------| |-----------------

| element1 | | |

| -----------| |----------- |

| |element2 | | | |

| ------------------------- |

| Event BUBBLING |

-----------------------------------

the event handler of element2 fires first, the event handler of element1 fires last.

Event bubbling and capturing are two ways of event propagation in the HTML DOM API, when an event occurs in an element inside another element, and both elements have registered a handle for that event. The event propagation mode determines in [which order the elements receive the event](http://www.quirksmode.org/js/events_order.html).

With bubbling, the event is first captured and handled by the innermost element and then propagated to outer elements.

With capturing, the event is first captured by the outermost element and propagated to the inner elements.

Capturing is also called "trickling", which helps remember the propagation order:

trickle down, bubble up

Back in the old days, Netscape advocated event capturing, while Microsoft promoted event bubbling. Both are part of the W3C [Document Object Model Events](http://www.w3.org/TR/DOM-Level-2-Events/events.html) standard (2000).

IE < 9 uses [only event bubbling](https://developer.mozilla.org/en-US/docs/Web/API/EventTarget.addEventListener), whereas IE9+ and all major browsers support both. On the other hand, the [performance of event bubbling may be slightly lower](https://stackoverflow.com/a/10335117/1269037) for complex DOMs.

We can use the addEventListener(type, listener, useCapture) to register event handlers for in either bubbling (default) or capturing mode. To use the capturing model pass the third argument as true.

## Example

<div>

<ul>

<li></li>

</ul>

</div>

In the structure above, assume that a click event occurred in the li element.

In capturing model, the event will be handled by the div first (click event handlers in the div will fire first), then in the ul, then at the last in the target element, li.

In the bubbling model, the opposite will happen: the event will be first handled by the li, then by the ul, and at last by the div element.

For more information, see

* [Event Order](http://www.quirksmode.org/js/events_order.html) on QuirksMode
* [addEventListener](https://developer.mozilla.org/en-US/docs/Web/API/EventTarget.addEventListener) on MDN
* [Events Advanced](http://www.quirksmode.org/js/events_advanced.html) on QuirksMode

In the example below, if you click on any of the highlighted elements, you can see that the capturing phase of the event propagation flow occurs first, followed by the bubbling phase.

var logElement = document.getElementById('log');

function log(msg) {

logElement.innerHTML += ('<p>' + msg + '</p>');

}

function capture() {

log('capture: ' + this.firstChild.nodeValue.trim());

}

function bubble() {

log('bubble: ' + this.firstChild.nodeValue.trim());

}

var divs = document.getElementsByTagName('div');

for (var i = 0; i < divs.length; i++) {

divs[i].addEventListener('click', capture, true);

divs[i].addEventListener('click', bubble, false);

}

p {

line-height: 0;

}

div {

display:inline-block;

padding: 5px;

background: #fff;

border: 1px solid #aaa;

cursor: pointer;

}

div:hover {

border: 1px solid #faa;

background: #fdd;

}

<div>1

<div>2

<div>3

<div>4

<div>5</div>

</div>

</div>

</div>

</div>

<section id="log"></section>

 Run code snip

**Q=difference between @hostlistner and @hostbinding in angular 2?**

Ans=https://dzone.com/articles/what-are-hostbinding-and-hostlistener-in-angular

To understand @HostListener and @HostBinding, you should have basic knowledge about directives in Angular. There are three types of directives in Angular:

1. Component
2. Attribute Directive
3. Structural Directive

The basic difference between a component and a directive is that a component has a template, whereas an attribute or structural directive does not have a template. To understand these two concepts, let us start by creating a simple custom attribute directive. The directive below changes the background color of the host element:

import { Directive, ElementRef, Renderer } from '@angular/core';

@Directive({

selector: '[appChbgcolor]'

})

export class ChangeBgColorDirective {

constructor(private el: ElementRef, private renderer: Renderer) {

this.ChangeBgColor('red');

}

ChangeBgColor(color: string) {

this.renderer.setElementStyle(this.el.nativeElement, 'color', color);

}

}

To create a custom attribute directive, you need to create a class and decorate it with @Directive. In the constructor of the directive class, inject the objects **ElementRef** and **Renderer**. Instances of these two classes are needed to get the reference of the host element and of the renderer.

You can use the above attribute directive on a component template as shown in the code block below:

<div appChbgcolor>

<h3>{{title}}</h3>

</div>

Here, the component class holding the host element is created as below:

import { Component } from '@angular/core';

@Component({

selector: 'app-root',

templateUrl: './app.component.html',

styleUrls: ['./app.component.css']

})

export class AppComponent {

title = 'Hey ng Developer ! ';

}

Right now, the **appChbgcolor** directive will change the color of the host element.

#### **@HostListener() Decorator**

In Angular, the @HostListener() function decorator allows you to handle events of the host element in the directive class.

Let's take the following requirement: when you hover you mouse over the host element, only the color of the host element should change. In addition, when the mouse is gone, the color of the host element should change to its default color. To do this, you need to handle events raised on the host element in the directive class. In Angular, you do this using **@HostListener()** .

To understand **@HostListener()** in a better way, consider another simple scenario: on the click of the host element, you want to show an alert window. To do this in the directive class, add @HostListener() and pass the event 'click' to it. Also, associate a function to raise an alert as shown in the listing below:

@HostListener('click') onClick() {

window.alert('Host Element Clicked');

}

In Angular, the @HostListener() function decorator makes it super easy to handle events raised in the host element inside the directive class. Let's go back to our requirement that says you must change the color to red only when the mouse is hovering, and when it's gone, the color of the host element should change to black. To do this, you need to handle the **mouseenter** and **mouseexit** events of the host element in the directive class. To achieve this, modify the **appChbgcolor** directive class as shown below:

import { Directive, ElementRef, Renderer, HostListener } from '@angular/core';

@Directive({

selector: '[appChbgcolor]'

})

export class ChangeBgColorDirective {

constructor(private el: ElementRef, private renderer: Renderer) {

// this.ChangeBgColor('red');

}

@HostListener('mouseover') onMouseOver() {

this.ChangeBgColor('red');

}

@HostListener('click') onClick() {

window.alert('Host Element Clicked');

}

@HostListener('mouseleave') onMouseLeave() {

this.ChangeBgColor('black');

}

ChangeBgColor(color: string) {

this.renderer.setElementStyle(this.el.nativeElement, 'color', color);

}

}

In the directive class, we are handling the **mouseenter** and **mouseexit** events. As you see, we are using @HostListener() to handle these host element events and assigning a function to it.

So, let's use **@HostListener()** function decorator to handle events of the host element in the directive class.

#### **@HostBinding() Decorator**

In Angular, the @HostBinding() function decorator allows you to set the properties of the host element from the directive class.

Let's say you want to change the style properties such as height, width, color, margin, border, etc., or any other internal properties of the host element in the directive class. Here, you'd need to use the @HostBinding() decorator function to access these properties on the host element and assign a value to it in directive class.

The @HostBinding() decorator takes one parameter, the name of the host element property which value we want to assign in the directive.

In our example, our host element is an HTML div element. If you want to set border properties of the host element, you can do that using @HostBinding() decorator as shown below:

@HostBinding('style.border') border: string;

@HostListener('mouseover') onMouseOver() {

this.border = '5px solid green';

}

Using this code, on a mouse hover, the host element border will be set to a green, solid 5-pixel width. Therefore, using the @HostBinding decorator, you can set the properties of the host element in the directive class.

Q=difference between event handling and event delegation?

Ans=

Q=